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Introduction

e Definition of System:

— A system is a set of artifacts (components) that together achieve
some outcomes

e Definition of Information System:

— An information system is a system that achieves a business
outcome

— An information system collects, manipulates, stores, and reports
information regarding the business activities of an organization, in
order to assist the management of that organization in managing the
operations of the business
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Introduction

e Categories of Information Systems:

— Custom Information Systems
— Commercial off-the-shelf (COTS) packages

e Three main Stakeholders of a custom information system

— The Client, who is paying for the information system to be
developed

— The Future Users, who are the users of the developing information
system

— The Developers, who are the team workers to develop the specific
information system
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Introduction
e |IT Market
Hardware Hardware Software Products | | Processing Services
products maintenance | | & Services and Internet Services
Embedded Professional Software
Software Service Products

Enterprise Packaged
Solution Mass-Market
Software
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Introduction

e Software Products and Services

Professional Software

Services

Anderson Consulting
IBM

EDS

CsC

Science Applications
Cap Gemini

Hp

DEC

Fujitsu

BSO Origin

Enterprise
Solutions

IBM

Oracle

Computer Associates
SAP

HP

Fujitsu

Hitachi

Parametric Technology
People Soft

Siemens

Packaged Mars-Market
Software

Microsoft

1BM

Computer Associates
Adobe

Novell

Symantec

Intuit

Autodesk

Apple

The Learning Company
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Recall Software Engineering
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Recall Software Engineering
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Recall Software Engineering
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Recall Software Engineering
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Recall Software Engineering

e What is the Problem?
— 84 % of all software projects do not finish on time and within
budget (Survey conducted by Standish Group)
* 8000 projects in US in 1995
* More than 30 % of all projects were cancelled
* 189 % over budget
— Key issues
» Software firms are always pressured to perform under
unrealisticdeadlines.
» The clients ask for new features, just before the end of the project, and
unclear requirements.
» Software itself is awfully complex.

* Uncertainties throughout the development project.

<inhon@mail.tku.edu.tw> May 25, 2010 P18




ETSEG

Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Recall Software Engineering

e Real Case
— Trust business. 1982.

Spend 18 months in deep research & analysis of the target

system.

Original budget: 20 million.

Original Schedule: 9 months, due on 1984/12/31.
Not until March-1987, and spent 60 million.

Lost 600 millions business

— Eventually, gave up the software system and 34 billion

trust accounts transferred.
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Recall Software Engineering

e Software Myths

— Management Myths

— Customer Myths

— Practitioner’s Myths
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Recall Software Engineering

e Management Myths

— We already have a book that’s full of standards and procedures for
building software. Won’t that provide my people with everything
they need to know?

— My people do have state-of-the-art software development tools;
after all, we buy them the newest computers

— If we get behind schedule, we can add more programmers and catch

up
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Recall Software Engineering

e Customer Myths

— A general statement of objectives is sufficient to begin
writing programs —we can fill in the details later

— Project requirements continually change, but change can

be easily accommodated because software is flexible
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Recall Software Engineering

e Practitioner’s Myths

— Once we write the program and get it to work, our job is
done

— Until I get the program “running’I really have no way of
assessing its quality

— The only deliverable for a successful project is the
working program
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Recall Software Engineering
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Recall Software Engineering
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Recall Software Engineering
o PR R A

B P LT
- e
- i

ﬁ?ﬂpﬁji w“"ﬁl
- ﬁ:’« @E|

- f ilﬁlﬁ

- Eﬂ‘j D

BN AR YET

- g

- R

<inhon@mail.tku.edu.tw> May 25, 2010 P 26

13



a TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Recall Software Engineering
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Recall Software Engineering
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Recall Software Engineering

FiL PRI 32 ‘/éf JH#Y (Software Development Life
Cycle SDLC)
— ST ARG S % (3 E(System Development Life Cycle) »
b
— R Fﬂﬁ #](System Life Cycle, SLC)
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Recall Software Engineering

o FRLV AL S s

— HEE S ( Bu11d and-Fix ﬁ‘/Code -and Fix )

- %éﬂ 80 (Waterfall) (745 i i i)

— ﬂf@‘ﬂﬂ‘ﬁlﬂ (Rapid Prototyping )

- EZF ﬂ%ﬁ‘ RES I%ﬁ%@% (Integrated Waterfall and Rapid
Prototyping )

— ¥R (Incremental )

- @ﬁﬁ%ﬁ(Extreme programming) ﬂ?ﬁjﬂi i(Agile Method)

— Synchronize-and-Stabilize

— A (Spiral)
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Recall Software Engineering
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Recall Software Engineering

e Traditional Software Engineering

Software Systems

Function Data Behavior

I

Data Flow
Diagram

State Transition
Diagram

Entity-Relation
Diagram
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Recall Software Engineering

e Object-Oriented Software Engineering

Software Systems

Object Function Behavior

Class Data Flow
) ) State Chart
Diagram Diagram
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Recall Software Engineering

e Generic View
— Definition: What
— Development: How

— Maintenance: Change
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Recall Software Engineering

e Traditional Software Development Life Cycle

Requirement acquisition (problem statements)

* To describe the problem to be solved and providing a conceptual

overview of the proposed system
— Requirement analysis
— Requirement specification
— System analysis
— System design, Detail design
— Coding
— Testing

— Maintenance
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Recall Software Engineering

¢ Traditional Software Development Life Cycle
— Requirement Analysis Phase

* Requirement acquisition (problem statements)
* Requirement analysis
* Requirement specification
* System analysis
— Design Phase
» System Design
* Detail design
— Implement Phase
* Coding
» Testing

— Maintenance Phase
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Recall Software Engineering

e Traditional Software Development Life Cycle
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Recall Software Engineering

e Object-Oriented Software Development Life
Cycle

OOA ) 0O0OD [ ) OOP

Develop model Add detail and )
of requirements design decisions Develop code
\ J \_ J
Y Y

User’s Perspective  Developer’s Perspective
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Recall Software Engineering

e CMMI: Capability Maturity Model Integration

— Fundamental Concepts
* Software process capability describes the range of expected
results that can be achieved by following a software process.
— Predicting outcomes for the next project.
* Software process performance represents the actual results
achieved by following a software process.
— Focusing on the result achieved.
* Software process maturity is the degree to which a specific

process is explicitly defined, managed, controlled and effective.
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Recall Software Engineering

e CMMI: Capability Maturity Model Integration

— Fundamental Concepts
* Infrastructure is the underlying framework of an organization.
* Culture is the way doing thing.
« Institutionalization is the building of infrastructure and culture
to support the methods, practices and procedures.
* Therefore, a mature software organization needs an
infrastructure and culture to support its methods, practices and

procedures so that they endure forever.
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Recall Software Engineering

e CMMI: Capability Maturity Model Integration

Staged

Organization
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Recall Software Engineering

e CMMI: Capability Maturity Model Integration

Level

5 Optimizing

4 Quantitatively
Managed

3 Defined

2 Managed

1 Initial

Focus
Conrinuons Process
TImprovement
Ounaniitative
Management

Process
Standardization

Basic Project
Management

Staged Organization of PAs

Organizational Innovation and Deployment (OID)
Causal Analysis and Resolution (CAR)
Organizational Process Performance (OPP)
Quantitative Project Management (QPN)

Reguirements Development (RD)
Techmnical Solution (TS)
Product Integration (PI)
Verification (VER)
Validation (VAL)
Organizational Process Facus (OPF)
Organizational Process Definition (OPD)
Organizational Training (OT)
Integrated Project Management (IPM)
Risk Management (RSKNM)
Integrated Teaming (IT)
Integrated Supplier Management (ISM)
Decision Analysis and Resolution (DAR
Organizational Environment for Integration (OEI)
Reguirements Management (REQNM)
Project Planning (PP)
Project Monitoring and Control (PMC)
Supplier Agreement Management (SAM)
Measurement and Analysis (MA)
Process and Product Quality Assurance (PPQA)
Configuration Management (CM)

PAProcess Area
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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System Analysis and Design
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- M Delphiz 3 5 b

- PDL# 5 423\ c9:1f2

Procedure 1.2.1.4i% f & 37 A2
Begin
(135 w3 2 97
ComputeSummary;
{738 o &9
ComputeTotal;
O& L&,
SetTaxMoney;
(8.3 B fis £37)
ComputeMoney;
End;
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System Analysis and Design
o o ST Fy i AR H B

(PRI P s it & 3 aex PDLT R
Procedure ComputeSummary; {3 & & [/ o 4c 34 & 37y
Begin
HBEE P EDE P FRR -8
DataMdIDeli.TblDeliProdSearch.First;
W G HDE P B AR S
DataMdlDeli.TblDeliver.FieldByName('Summary').AsFloat * =0;
FEFIEAE PP o HERLEKE - L@FEgnT & ir
While Not DataMdlIDeli.TblDeliProdSearch.Eof Do
Begin
EREAE P A AT P (KB x B FREFHPE [P o AT
DataMdIDeli.TblDeliver.FieldByName('Summary').AsFloat * =
DataMdlD(:li.TleclivcrAFicldByNamc:('Summary'),AsFloat+
Round_(DataMdIDeli.TbiDeliProdSearch.FieldByName('Price').AsFloatX
DataMdIDeli.TbIDeliProdSearchNum.Value);
HBBEPEDEP o FHRIT - s
DataMdIDeli.TblDeliProdSearch.Next;
End;

End;
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e Summary

- 7 R AT e 5 ASADEA R~ o Bt R R4 4T
2 F i EF R 0 $SARDZ & PG MAEE R .
- HBH 2 SADA 3 AR R AR KL A
o B EPE L R AR R T R
festfe e i AR R > SR 2 B R acE
,H_"ﬁ 1% ﬁviﬁf]’gé °
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Agenda

1. Introduction

2. Recall Software Engineering

3. System Analysis and Design

4. Object-Oriented Concepts

5. UML

6. Workflow of Requirement Analysis

7. Workflow of Object-Oriented System Analysis and Design
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Object-Oriented Concepts

e The Vocabulary of Object Technology
— Objects, Classes, and Instances
— Message Passing and Associations
— Generalization Relationship
— Object Visibilities and Interfaces

— Basic Principles of Object Orientation
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Object-Oriented Concepts

e Objects, Classes, and Instances

— An Object is an abstraction of a set of real
world things [Shlaer et al. 1992].

» “An object has state (attributes), exhibits some well-
defined behavior (operations), and has a unique
identity.” [Booch 1994], that is, an object can be
characterized as: Object = Identity + State +

Behavior.
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Object-Oriented Concepts

e Objects, Classes, and Instances

— An Instance is an object created from a class. It has
state, behavior, and identity like an object.
* The terms instance and object are interchangeable; they are
Synonymous.
— Instantiation is the process whereby an object (instance)
is created by a class.
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Object-Oriented Concepts

e Objects, Classes, and Instances

— The Concept of Class.
* Abstract data type

— Specifying the operational interface of its object instance
* Object generator

— Template for creating objects
» Repository

— For sharing resources, e.g., class-scope attribute and operation
(underlined)

* Object

— Instance of a metaclass
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Object-Oriented Concepts

e Objects, Classes, and Instances
— A Metaclass is a class whose instances are themselves
classes, that is, a class that can be instantiated to other

classes. The following figure shows a meta architecture.
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Object-Oriented Concepts

e Objects, Classes, and Instances

— A Class “is a set of objects that share a common

structure and a common behavior.” [Booch 1994].

— Abstract Classes cannot be instantiated directly.

» The main purpose of an abstract class is to define a common

interface for its subclasses.

— Concrete Classes are not abstract and can have

instances.

AbstractClass

aperation)

]
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Object-Oriented Concepts

e Message Passing and Associations

— Message Passing.

* A Message is a communication element objects that triggers

activity in the target objects.

/\ Message

display
Ohject 1 Ohject 2
Source object Target object
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Object-Oriented Concepts

e Message Passing and Associations

— An Association is a structural relationship that describes
a set of links between classes (their objects).

» An association between classes usually means that the objects of two classes
can send messages to another.
* An association can have a name that describes the nature (semantic) of the

relationship.

— A Composite Object is an object contain other objects.

* A message is sent to one object that acts the coordinator for several objects.

— Aggregation: whole-part relationships
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Object-Oriented Concepts

e Generalization Relationship

— Class Hierarchies are created so that more concrete

classes inherit attributes and operations from more

abstract class AbstractClass
-attribute-A

+operation-Af)

) - - [..] inherits from
Inheritance " o superclass
graphic notation
in LML -

-
ConcreteClass | _ ~
-affribute-8
[attribute-A]
[operation-A]
+operation-B()
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Object-Oriented Concepts

¢ Generalization-Specialization (Gen-Spec)

— Generalization is a relationship between a general thing,
called superclass, and a more specific kind of that thing,
called subclass.

* Generalization is sometimes called “is-a” or “is-a-kind-of”

relationship.
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Object-Oriented Concepts

¢ Generalization-Specialization (Gen-Spec)

Aircraft

registrationMumber
longitude

|atitude Discriminator
speed

Wriny Z> {disjoint, cump]éie}
classification

MilitaryAirerft | |

A {incumrplete}

Civil Aircraft

bl
Passengerhircraft ‘ ‘ Cargohircraft ‘ FighterPlan ‘ Helicopter
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Object-Oriented Concepts

e Object Visibilities and Interfaces

— Visibility is how a name can be seen and used by others.
* Visibility = Private + Protected + Public
— Private: Only the class itself can use the features for the class.
— Protected: Any descendant of the class can use the features.
— Public: Any other class can use the features of the given class
within the system.
* An attribute of an operation can be specified their visibility as
private, protected or public according to the developer’s
decision .
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Object-Oriented Concepts

e Object Visibilities and Interfaces

— An Interface is a special type of class — an abstract
class — that only provides a specification (not an
implementation) for its members (abstract members).

* A system can have many different interface classes
« Example: Suppose a company offers some many services to its

clients. How can the client get service he/she needs from the

company?
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Object-Oriented Concepts

e Object Visibilities and Interfaces

Interface notation Abstract
in UML class

. CompanyServiceHandler
}_ﬁ\ - +SUCESSOr
o

nterface handleRequest{)

Client $

ConcreteServiceHandler 1 ConcreteServiceHandler n

handleRequest() handleRequest()
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation

— Object Orientation

 Object orientation involves the elements of abstraction,
encapsulation, inheritance, polymorphism, classification, and
identity. If any of these elements is missing, we have something
less than an object orientation. In this section, we briefly
explain the concepts of these elements which will be explained
more in detail in the chapters of “The Unified Modeling

Language” and “Object-Oriented Development Process”.
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation

— Abstraction

« Abstraction is “the suppression of irrelevant detail”™

— Modeling is the development of abstractions, thus, a model (say
UML model) may describe a system that has not yet been
implemented.

+ Example: The Template Method pattern forms the basis of all
patterns dealing with abstract classes.

AbstractClass
te 10d()
primitiveCperation) templateMethod defines the
concreteOperation)) |~ "~--|skeleton of an algorithm. It
A invokes other methods, some of

which are operations which can
overriden in a subclass, These
_|operations are called a hook

ConcreteClass | miethod.
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation

— Encapsulation

» Encapsulation is a mechanism that is used to hide the data,
internal structure, and implementation details of an object. All
interactions between objects is through public interface of
operations.

— In general, encapsulation means “any kind of hiding”.
* The advantage
— Example: The separation of specification and implementation of

an object. The implementation is hidden from client.
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation

— Encapsulation

<<usage>>
OhjectSpecification

I

<<realization=>

~
L

Client

Objectimplementation
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation

— Inheritance

* Inheritance is a software mechanism to implement subtype
conformance to supertype definitions.
» Gen-Spec vs. Inheritance.
— Gen-Spec relationship
» is-a or is-a-kind-of relationship
— Inheritance

» is a programming language concept for the implementation of a
relation between a superclass and a subclass.

» usually implements gen-spec relationships.
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation
— Polymorphism

* The common ways to applying polymorphism.
— “Do It Myself” [Coad 1997]

» “I (a software object) to those things that are normally done to the
actual object that I’'m an abstraction of.”

» Example: Payment

Payment
Each payment type
Class uses E
- ————— >-amount should authorize itself.
— rauthorize() This is the spiritof"Do It
7 Ntyself’
CashPayment CreditPayment CheckPayment
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Object-Oriented Concepts

e Basic Principles of Object Orientation
— Classification

» “Classification is the act or result of applying a concept (i.e.
type) to an object” [Martin et al. 1998].

— When an object is classified, it becomes an instance of a specific
type.

» For example, when the object Peter is employed, he is then
classified as an Employee.

* Classification is a relationship between types (or class) and
objects.

— Classification can occur in hierarchies, generalizations,
aggregations.
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation
— Classification

Type

+classifier

+instance Object
1 ;

E

"

Classification

relationship I\j
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Object-Oriented Concepts

¢ Basic Principles of Object Orientation

— Identity
* “ldentity is that property of an object which distinguishes it
from all other objects.”

— An object has a unique identity.
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— Problems arose when large information systems were
developed using the traditional paradigm, especially
when the resulting information systems were maintained.

* By the mid-1980s, it had become clear that a better

paradigm was needed.

— The object-oriented paradigm proved to be the solution.

* Over the next 10 years, more than 50 different object-oriented

methodologies were published.

<inhon@mail.tku.edu.tw> May 25, 2010 P 180




-=_
a TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Object-Oriented Concepts

e Object-Oriented Lifecycle Model
— Three of the most successful methodologies were
» Booch’s Method
 Jacobson’s Objectory
* Rumbaugh’s OMT

<inhon@mail.tku.edu.tw> May 25, 2010 P 181

-=_
a TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— The Software Development Process Framework —
Unified Process (UP) [Jacobson et al. 1999].
» The UP is designed to be a process framework from which
customized processes could be derived.
» The UP is an outgrowth of methodologies developed by

Jacobson’s “Objectory Methodology”, “Booch Methodology™,
and Rumbaugh et al.’s “Object Modeling Technique” (OMT).
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— The Software Development Process Framework —
Unified Process (UP) [Jacobson et al. 1999].

» The UP is an iterative and incremental process with the
strategy for developing a software product in small manageable
steps:

— Plan a little.
— Specify, design, and implement a little.

— Integrate, test, and run each iteration a little.
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— The UP is structured along two dimensions:
» Time : divides the lifecycle into four phases and iterations
 Disciplines (or process components): produce a specific set of

artifacts with well-defined activities.
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— Time dimension:
* Inception Phase: specifies the project vision (the project scope);
» Elaboration Phase: finalizes what’s wanted and needed;
» Construction Phase: builds the product;

 Transition Phase: supplies the product to the user community.
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— Disciplines dimension:
» Business Modeling: reengineers the business process;

* Requirements: captures a narration of what the system should
do;

* Analysis and Design: describe how the system will be realized
in the implementation phase;

* Implementation: produces code that will result in an executable
system,
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— Disciplines dimension:
 Test: verifies the entire system,;
* Project management: provides
— a framework for managing software-intensive projects;
— practical guidelines for planning, staffing, executing, and
monitoring project;

— a framework for managing risk.
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— UP dimensions:

Phases (Time)

Process
Components Inception Elaboration Construction Transition
(Disciplines) Prelim. Iterations! Iter.1.....Iter.n | Iter.n+1.. Iter.am|Iterm+1.. Iterk

Business Modeling

EKequirements

Analysis

Design

Implementation

Test

Deployment
! P 188
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Object-Oriented Concepts

e Object-Oriented Lifecycle Model

— The primary model set of the UP (views of the
application) [Jacobson et al. 1999].
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Object-Oriented Concepts

e Object-Oriented Development Process

— Analysis
* The purpose of analysis is to analyze the requirements in the
form of an analysis model in order to
— achieve a more precise understanding of the requirements,
— achieve a description of the requirements that is easy to maintain.
» Object-oriented analysis is an activity that emphasizes finding

and describing the objects, or concepts, in the problem domain.
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Object-Oriented Concepts

e Object-Oriented Development Process
— Commonality Analysis.

* “Commonality analysis is the search for common elements that
helps us understand how family members are the same”

— ‘Family member’ means elements related to each other by the
situation in which they appear or the function they perform.

— Example: If people play music with a piano, an a violin, you
might say they all have in common is these are “music
instruments.” The process you perform to identify the piano and
violin in a common manner is commonality analysis.

» “Commonality analysis seeks structure that is unlikely to
change over time.”
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Object-Oriented Concepts

e Object-Oriented Development Process
— Variability Analysis

* Variability Analysis reveals how family members vary.
— Example: piano and violin are the variation.
— “Variability analysis captures structure that likely to change.”
* The common concepts found by commonality analysis will be
represented by abstract class. The variation found by variability

analysis will be implemented by the concrete classes.
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Object-Oriented Concepts

e Object-Oriented Development Process

— Commonality Analysis and Variability Analysis

Commonality
Analysis

Variability
Analysis

AbstractClass

+operations()

ConcreteClass

ConcreteClass

+operations()

+operations()
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Object-Oriented Concepts

e Object-Oriented Development Process

— We may use commonality and variability analysis as a

tool in creating objects during finding objects in OO

analysis and design process.

» “Traditionally”, an OO designer begins by looking in the
problem domain by identifying nouns and verbs relating to
those nouns to be the candidates of objects. [Abbot 1983]
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Object-Oriented Concepts

e Object-Oriented Development Process

— An Analysis Model is a visual representation of
conceptual classes or real-world objects in a domain of
interest [Fowler 1997].

— In the analysis model, there are three different types of
classes describing the system: @

° Boundal’y classes BoundaryClass

+ Entity classes } ‘ o ‘-Enﬂlmc\ass

1 1

* Control classes.
ControlClass
5y -entityClass G -entityClass

@ O

EntityClass KeyAbstraction
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Object-Oriented Concepts

e Object-Oriented Development Process

— The interaction among boundary, control, and entity

classes.
F4 S : BoundaryClass : ControlClass| : EntityClass _: KeyAbstraction
: Actor

1: operation{ )

2: operation{)

3: operation()

4: aperation( )

]

where key abstraction is a class or 6bject that forms part of the Vocébulary of

the problem domain.
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Object-Oriented Concepts

e Object-Oriented Development Process

— A Boundary Class represents the system interface with
the actor.

» The boundary class collects the information from the actor and
translates it into a form that can be used by the entity classes
and control classes. It represents the boundary between actor
and the system.

» Boundary classes are often represent abstractions of screens (or
windows) that are used to represent complete user interface

instances with which the actors work.
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Object-Oriented Concepts

e Object-Oriented Development Process

— An Entity Class is used to model the information that
the system will handle over a longer time and often
persistent.

* The entity class is identified from the use cases (scenarios), that

is, entity classes are the participants to realize the use cases.
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Object-Oriented Concepts

e Object-Oriented Development Process

— A Control Class is responsible for coordinating
boundary and entity classes. It collects information from
boundary classes and dispatches it to entity classes.

» Types of functionality placed in the control classes: transaction
related behavior, control sequences to use case(s), to separate
entity class from the boundary classes.

— Functionality of a use case

= U {{Boundary Classes}, {Entity Classes}, {Control Classes} }
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Object-Oriented Concepts

e Object-Oriented Development Process
— The decoupling of the boundary, control, and entity
classes represents the separation of three aspects of the
system (MVC pattern). This makes the system more
tolerant to change and maintain.

Software Component

<<houndary > z<control =
BoundaryObject ControlObject

Actor
“<entity == <<entity ==
EntityObject-1 | ... EntityObject-n
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Object-Oriented Concepts

e Object-Oriented Development Process
— Design

+ Design is a process that uses the products of analysis to produce
a blueprint (design model) for implementing a system. It is a
logical description of how a system will work.

» Object-oriented design is an activity that emphasizes on
defining software objects and how they collaborate to fulfill the
requirements [Larman 2002].

<inhon@mail.tku.edu.tw> May 25, 2010 P 201

-_
s TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Object-Oriented Concepts

e Object-Oriented Development Process
— Design
* Analysis and Design are summarized:
— Analysis: do the right thing
— Design: do the thing right

Use Case Model Analysis Model Design Maodel
<=fraces== = 7 7 T T~ <oracesss -~ L~
< Collaboration B 4 Collaboration 3
Use Case - — — — = —- )
"
M - P - -
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Object-Oriented Concepts

e Object-Oriented Development Process

— Design starts with the determination of the software
architecture, which defines the general structure of the

application.

— Architecture is a description of the organization,
motivation, and structure of a system
 Architectural patterns relate to the large-scale and coarse-

grained design.
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Object-Oriented Concepts

e Object-Oriented Development Process

— Design starts with the determination of the software
architecture, which defines the general structure of the

application.

— Architecture is a description of the organization,
motivation, and structure of a system
 Architectural patterns relate to the large-scale and coarse-

grained design.
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Object-Oriented Concepts

e Object-Oriented Development Process
— Architectural Pattern - Layers
The Layers patterns, which structures a system into major layers.
[Buschman et at. 1995]

 Organize the large-scale logical structure of a system in to discrete
layers; each layer is at a particular level of abstraction.

* Collaboration and coupling is from higher to lower layers; lower-to-
higher layer coupling is avoided. A CRC card shows this mechanism.

Class: Layer N Collaborator
e Layer N-1

Responsibilities

e Provides services
for Layer N+1.

e Delegates subtasks to
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Object-Oriented Concepts

e Object-Oriented Development Process
— Architectural Pattern - Layers
* Three-Tier Architecture — a common layers (logical architecture)
in information system
— Presentation (client tier): windows, report, etc.

— Application logic (Internet server tier): business objects and
operations or business rules

— Storage (database and legacy application tier)
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Object-Oriented Concepts

e Object-Oriented Development Process

— Architectural Pattern - Layers

e Three-Tier Architecture

<<client tier>> <<server tier>>
User Interface |...........={ Business
Objects

1

<<db andlegacy application tier>>
Datahase

Application Server

Distributed network |—{ Database Server ‘

Legacy Application
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Object-Oriented Concepts

e Object-Oriented Development Process

— Implementation

» Components tracing to a design classes

Design Mode

1

==iraces= <<file=>
Customer p------------—-== Customer.java
e frare s <<filex=
Order PRt e T b s Order.java

Implementation Model
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Object-Oriented Concepts

e Object-Oriented Development Process

— Implementation
» Components provide the same interfaces as the classes they
implement.
Design Model Implementation Model
otrace== w<filez>
O— Customer p---------—------—- Custormnerjava |———
ICustormer ICustomer
Z=irace== z<filez>
( — Order b = o B — e Order.java 4@
[Order I0wder
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Object-Oriented Concepts

e Object-Oriented Development Process
— Test

* Bottom-up testing.
— Sending message to a class and asking it for what you expect it to
do.
— Example: You send message to the customer class and ask it for
the credit limit.
— If the class is a subclass, you are only testing a portion of the
hierarchy.
* Top-down testing.
— Top-down testing starts with use cases

» Incrementally test through all of the scenarios that are derived from
the use case descriptions
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Object-Oriented Concepts

e Object-Oriented Development Process
— Deployment

* Deployment & Component Diagram for an Order Processing
System

AccountingSystem

Internet Server
Customer Notebook CustomerHandler
% Client Module (applet) Internet
Dt Corporate Metworld InventorySystem
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Object-Oriented Concepts

e Object-Oriented Development Process
— Deployment

* Deployment & Component Diagram for an Order Processing
System

AccountingSystem

Internet Server
Customer Notebook CustomerHandler
% Client Module (applet) Internet
Dt Corporate Metworld InventorySystem
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Object-Oriented Concepts

e Object-Oriented Development Process

— Agile Methods on Object-Oriented Software
Development

+ Agile methods aim at improving human communication and
testing in software development.

* By human communication, written documentation (a means of
indirect communication) is minimized, software quality is thus
improved and development time shortened. By testing, errors in

human thinking are caught early. This assures software quality.
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Object-Oriented Concepts

o Agile Methods on Object-Oriented Software
Development

— User Story, Small Release, and Acceptance Test Cases

® A user story is a system function description consisting of
Chinese sentences with English terms. (In this material,

however, only English is used)
® Be very concise - only half page per story.
® This is just a reminder of requirement to help human

communication between customer and developer. It is not a
requirement document.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software
Development
— User Story, Small Release, and Acceptance Test Cases

» For each user story (system function), write acceptance test
cases (called system tests) for the function. For example:
* Two test cases for the function of “borrow books™:
— Test case 1:
» input: borrower: Jen-Yen CHEN , book name: ABC
» output: borrowed
— Test case 2:
» input: borrower: Jen-Yen CHEN , book name: XYZ

» output: not borrowed
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software
Development

— User Story, Small Release, and Acceptance Test Cases
* In practice, we need customer physically be with development team,
so that human communication can take place.
* The team can communicate with customer at any time.
* This eliminates requirement document.
* The customer should do:
— User story, acceptance test cases,
— acceptance testing, etc.

* Most importantly, he or she must decide, based on market
considerations, which user stories are to be developed in this
iteration — called a small release.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software

Development
— OO Thinking with CRC Session

 After deciding on the small release, a CRC (class, responsibility,
collaborator) session is conducted in a brainstorming way to
determine classes of the system. That is, to design the system

jointly and iteratively.

+ In this session, an object is played (simulated) by a developer.
And all the developers together trace the acceptance test cases
to identify all the objects, their responsibilities (public methods),
and their collaborators (objects they called).
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Object-Oriented Concepts

o Agile Methods on Object-Oriented Software

Development

— OO Thinking with CRC Session
* Six people, at most, sit around table in a CRC session.
* Allocate one object for someone to play (and use one card to

take down the object).
» Simulate interaction of the objects.
* At any time take down:
— (1) messages from objects and their parameters, and

— (2) message receivers.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software

Development
— OO Thinking with CRC Session

» Simulate all user stories and acceptance test cases, and adjust
records of the objects all the times.
* The final CRC cards represent architecture (design) of the

system.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software

Development

— Pre-conditions and Post-conditions

* When developing software, programming pairs (in this method,
developers work in pairs for highest possible human
communication) communicate with each other looking for
preconditions, post-conditions, and invariants of the public
method.

* You can write pre- and post-conditions in natural language, and
verify them by human.

* You also can use formal method to write pre and post-
conditions. Here, you can use tool to verify them.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software

Development
— Creating Unit Test Cases

» Based on the preconditions and post-conditions, try to figure
out unit test cases. (i.e. inputs and expected outputs for the unit)

* It is recommended to write test cases for public method only,
but not for private methods in order to simplify development

process. This saves a lot of testing efforts.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software

Development
— Data Structuring
» Note that cognitive theory says :
Everyone finish a fixed-number line of source code in a
working day, regardless of the abstraction level of code.
* Also note that, if abstract data structure is used (for example,
Java reusable class “TreeSet”) then less code is needed to

achieve the same function.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software

Development
— Data Structuring

» Otherwise, if primitive data types (e.g., integer, Boolean) or
simple data structure (e.g., array) are used, more code is needed.

* By the theory above, that prolongs development time. Quality
of code will thus be low, as developer gets tired in long

working day.
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Object-Oriented Concepts

o Agile Methods on Object-Oriented Software

Development
— Pseudo Coding with Design Sketching

¢ In the thinking process of software development, design
sketching and pseudo coding are often proceeded in a
interleaved way, this method thus combines the two into one
step.

* In physical arrangement of source code file, design sketch can
be placed ahead of pseudo code to help understandability.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software
Development
— Coding
 Java coding is used in this methodology.

* No detailed discussion on Java will be given here, as Java
textbooks are readily available everywhere.
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software
Development

— Unit Testing (JUnit Framework)
junit.framework
<« interface »

Assert Test

assertTrue()
assertEqualsQ)

|
|

,,,,,,,,,,, B .

I

| |
TestResult }7 TestCase TestSuite
fName O
setUpQ) addTest()
runTest()
tearDown()
run()
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Object-Oriented Concepts

e Agile Methods on Object-Oriented Software
Development
— Unit Testing (JUnit Framework)

* As shown above, JUnit will be used to set up test suite (test
cases) that will automatically tests source code.

» JUnit will assert if each test case has passed or not, and will
tabulate test results.
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Object-Oriented Concepts

o Agile Methods on Object-Oriented Software
Development
— Continuous Integration
 After unit testing, you have to integrate the unit into the system
immediately, and make it pass acceptance tests.

» “Hammer the iron (unit) while it is still hot” — meaning that
while programming pair still remembers unit details clearly, it
is rather easy to change code of the unit to fix integration
problems.

— Never postpone it till tomorrow! As people forget things after a
night’s sleep.
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Agenda

1. Introduction

2. Recall Software Engineering

3. System Analysis and Design

4. Object-Oriented Concepts

5.UML

6. Workflow of Requirement Analysis

7. Workflow of Object-Oriented System Analysis and Design
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UML

e The UML is an OMG’s standard visual language (a

drawing notation with semantics) used to create
models of programs. It is for:

— Visualizing

— Specifying

— Constructing

— Documenting

e The artifacts of a software-intensive system
[Booch et al. 1999]. But, it is not a method.
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UML

e The Unified Modeling Language (UML) has
become the de-facto standard for building Object-
Oriented software.

e UML 2.1 builds on the already highly successful
UML 2.0 standard, which has become an industry
standard for modeling, design and construction of
software systems as well as more generalized

business and scientific processes.
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UML

e UML 2.1 defines thirteen basic diagram types,
divided into two general sets: structural modeling
diagrams and behavioral modeling diagrams.

e The Object Management Group (OMQG)

specification states:

— *“The Unified Modeling Language (UML) is a graphical language for
visualizing, specifying, constructing, and documenting the artifacts of a
software-intensive system. The UML offers a standard way to write a
system’s blueprints, including conceptual things such as business
processes and system functions as well as concrete things such as
programming language statements, database schemas, and reusable
software components.”
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UML

e The important point to note here is UML is a “language”
for specifying and not a method or procedure.

e However, UML can serves as a basis for different methods.

e The UML is used to define a software system — to detail the
artifacts in the systems, to document and construct; it is the
language the blueprint is written in.

e The UML may be used in a variety of ways to support a
software development methodology (such as the Rational
Unified Process), but in itself does not specify that
methodology or process.
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UML
e Domain using UML

— Enterprise information system
— Banking and financial services
— Telecommunications

— Defense/Aerospace

— Medical electronics

— Distributed web-based services
— Hardware design

— Non-software systems

— etc.
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UML

e Visual Modeling

— Visual Modeling is the
process of thinking about
the problems in the real-
world using models and

some kind of standard set )Q\ ]

of graphical notations,

ATM System

U

Make Withdrawal

|

Make Deposit

/

(

—R

such as the UML. Bank Customer, [~ Yeke Travsler ] i o
— Example: Using use case O
diagram to visualize an N
ATM system. O
Request Statement
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UML

e Different Perspectives of a System

/

Functional Model { Use Case Diagrams

Structure Model { Class/Object Diagrams

Activity Diagrams

A System . Sequence Diagrams
< Behavior Model | collaboration Diagrams
Statechart Diagrams
Implementation Component Diagrams
\ Model Deployment Diagrams
is viewed by is represented by
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UML
e UML Notations

— Notation for
* Functional Model
« Structural Model
 Behavior Model
* Implementation Model
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UML

e This notation summary provides a simple overview
of what has been covered in this courseware.

e Readers may learn a more complete UML features
we have omitted by referring to:
http://www.omg.org/uml, [Booch et al. 1999],
[Rumbaugh et al. 1999] or a concise book [Fowler
2002].

e The semantics of the notations are based on
[Rumbaugh et al. 1999] and [Fowler 2002].
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UML

e Notations for Functional Model

— Use Case Diagrams: address the static functionality
view of a system.

§ ? associationMame — — =<includas== — —
Use Case > e T Inclusion Use Ca_59
Actor — N e ———
|
: =<=extend==> Stereatype

A
/ =
% % Q/__l:lfie:Case Ext%@}j)

Sub-actor\ 1 Sub-actor 2
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UML

e Notations for Functional Model

— Use Case Realization: shows the relationship between
specification (use case) and its implementation

(collaboration).
S s ==realization=> O TR R
Collaboration =
< Use Case )e____._ _\’ ~
/
o SR _ = ~ .
——— - -
FPackage I
notation | <<participate==>
|
Example: W
Packages classes: Classes
Cashierlnterface, Dispenser,
Withdrawal, Account far
Withdraw Maoney use case
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UML

e Notations for Structural Model

— Class Diagram: “shows a set of classes, interfaces, and
collaborations and their relationships; it addresses static
design view of a system.” For example, the Decorator
pattern class diagram. [MagicDraw UML 9.0]

Component

-component
4

[y

ConcreteComponent Decorator

+decorator( comp : Component ) ==create==+decorator( comp : Component)

|

ConcreteDecorator

=<create>>+concreteDecorator] comp : Component ) May 25, 2010 P 241
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UML

e Notations for Structural Model

— Class: is the structure and the behavior of a set of
objects.

ClassName ClassName

-aftribute : Type = initialvalue

+operation{ parameter : ParameterType ) - ReturnType

— Object: An instance of a class, describing the set of
possible objects that can exist.

ObjectName : ClassName
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UML

e Notations for Structural Model

— Constraint: A semantic condition or restriction
expressed in some textual language.
{description of constraint in OCL or natural language}
— Stereotype: A variation of an existing model element
with the same form.
<<stercotype name>>
— Tagged Value: A selector value pair that may be
attached to any element.

{description of tagged value}
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UML

e Notations for Structural Model

— Associations: represent relationships between instances
of classes.
e There are two roles of each association; each role is a direction
on the association. For example, the role direction Class A to
Class B is called role B; the role direction Class B to Class A is
called role A.

Class A associationMame  |Class B

-rale A -role B
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UML

e Notations for Structural Model

— Multiplicities: indicate how many objects may
participate in the given relationships.

Class A| ' * |Class B
exactly ane many (Zero or mare)
; 0.1 m..n : o
optional(zero or one) | Class A ClassB| . merically specified
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UML

e Notations for Structural Model

— Qualified Association: A qualifier used to select an
object or objects from a set of objects related to an
object by an association. For example, a Person can be
associated with many Bank account number.

Bank "

: Person
account number I

0.1

qualifier

person has many (bank, account number)
(bank, account number) belongs to 0 or 1 person
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UML

e Notations for Structural Model

— Association Class: is a class attached to an association
to provide extra information about the connection. It is a

normal class.

Class 1

Class 2

AssociationClass

-attributes

+operations()
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UML

e Notations for Structural Model

— Dependency: is a relationship between two elements in
which a change to independent element may affect
information that needed by the dependent element.

Class 1

Class 2
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UML

e Notations for Structural Model

— Navigability: indicates that Source has a responsibility
to tell which Target it is for, but a Target has no
corresponding ability to tell which Source it has.

Source Target
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UML

e Notations for Structural Model

— Generalization: is a taxonomic relationship between a
more general element and a more specific element.

Superclass

‘T‘ discriminator

Subclass 1 Subclass 2
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e Notations for Structural Model
— Abstract Class: is a class that may not be instantiated.

— Concrete Class: is a generalizable class that can be
directly instantiated.

AbstractClass

ConcreteClass
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e Notations for Structural Model

— Interface: is a named set of operations that characterize
the behavior of a class.

==interface== ceusage== <=usage>=
Type Eimtatan - VU A /

,% Client or InterfaceMame Qe

ImplementingClass

ImplementingClass
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UML

e Notations for Structural Model
— Package: is a grouping of model elements and diagrams.

—

Package Name 2
[
Package Class
Package Name 1 s T‘
Class 2 Class 1

May 25, 2010 P 253
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UML

e Notations for Structural Model
— Design Pattern: is “systematically names, motivations,
and explains a general design that address a recurring
design problem in object-oriented systems.” [GoF 1995]

— Modeling a Design Pattern:
~ Design Pattern

Class 1 role 1 E
b e dltliER, sy
X /
-
-
role 2 - TR,
? L -~
- = -~
A -~ role 3
- -~
=
= Class 3

Class 2

May 25, 2010 P 254
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UML

e Notations for Behavior
Model
— Activity Diagram: is a
diagram that shows the
flow from activity to
activity.

Component 1 Component 2
Activity A
{[condition 1] ActiityB )
[condition 2]

{forlc}

{join}
==obje¢t flow==

[obiect | (“acvye g
[0l
Activity F
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UML

e Notations for Behavior
Model
— Sequence Diagram: is
an interaction diagram
that emphasizes the
time ordering of
messages.

1: create() newObject

2. message | 3 self delegation

e

& Aoreturn _

5. message

G: concurrent

S

P

7 destroy )T(
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UML

e Notations for Behavior Model

— Collaboration Diagram: “is an interaction diagram that
emphasizes the structural organization of the object that
send and receive messages.” [Booch et al. 1999]

ObjectName:Class

l 1:message- . message-2

—e
1.2: message-3
— — -
OhbjectName OhjectName
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UML

e Notations for Behavior Model

— Statechart Diagram: addresses the dynamic view of
system.
®

Superstate Name

State Name-1 svent(arguments )[condition)/action

entry / action() >/ State Name-2
do / activity() L—}
event/action(arguments)

exit/ action()

variable: Type=initial value

O
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UML

e Notations for Behavior Model

— Concurrent States: is “an orthogonal substate that can
be held simultaneously with other substates contained in
the same composite state.” [Booch et al. 1999]

Superstate Name

@ — (= @

. [:State event 1 ‘- eyent 2 O.
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UML

e Notations for Implementation Model

— Component Diagram (UML v2.0): “shows the
organization of and dependencies among a set of

components.” [Booch et al. 1999]

<-:cnmpnnent>>§ ﬁ “=2g0mponentss= E
Component ﬂ/ Component
Interface 1
/,_\\ RuntimeOhject
L
Interface 2
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UML

e Notations for Implementation Model

— Deployment Diagram: “shows the configuration of run
time processing nodes and the components that live on

them.” [Booch et al. 1999]

Node 1

<<component==c7]
Component 1

LD

Internet

|
<<c0mp0nent>>g|
Component 2

Node 2
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Agenda

1. Introduction

2. Recall Software Engineering
3. System Analysis and Design
4. Object-Oriented Concepts

5. UML

6. Workflow of Requirement Analysis

7. Workflow of Object-Oriented System Analysis and Design
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Workflow of Requirement Analysis

e Overview of the Requirement Analysis based on
Unified Process (UP)
— Understanding the Application Domain
— Build a Business Model, using UML diagrams
— Determine what the Client’s Requirements are
— Iterate the above steps
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Flowchart of the Requirements Workflow

k-

| Obtain an initial understanding of the domain |

| Build an initial business model |

| Draw up an initial set of requirements |

Are the
requirements
satisfactory?

Yes "/fE;d\

No

| Obtain a deeper understanding of the domain |

| Refine the business model |

| Refine the set of requirements |
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Workflow of Requirement Analysis

e Discovering the client’s requirements
— Requirements elicitation (or requirements capture)

— Methods include interviews and surveys

e Refining and extending the initial requirements

— Requirements analysis
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Workflow of Requirement Analysis

e Understanding the Domain

— Every member of the development team must become
fully familiar application domain

* Correct terminology is essential

— We must build a glossary
e That is, a list of technical words used in the domain, and their
meaning
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Workflow of Requirement Analysis

o Glossary, for example An information System for Art Dealer

Landscape
Masterpiece
Masterwork

Medium

0il

Other painting
Other subject
Portrait
Quality

Still life
Subject
Watercolor

A painting of a scene in nature.

A painting of undoubted excellence.

An inferior painting by an artist who previously or subsequently has painted
a masterpiece.

A classification criterion. The material with which an artwork is painted. See
also: oil, watercolor.

A medium. Abbreviation for “oil-based paint.”

A painting that is neither a masterpiece nor a masterwork.

A subject that is not a landscape, a portrait, or a still life.

A painting of one or more people.

A classification criterion. A painting is classified as a masterpiece,
masterwork, or other painting, depending on its quality.

A painting of inanimate objects.

A classification criterion. Subjects include landscape, portrait, and still life.
A medium. Abbreviation for “water-based paint.”

<inhon@mail.tku.edu.tw>

May 25, 2010 P 267

o= _
‘? TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Workflow of Requirement Analysis

e Business Model

— A business model is a description of the business
processes of an organization

— The business model gives an understanding of the client’s
business as a whole

 This knowledge is essential for advising the client regarding

computerization
— The systems analyst needs to obtain a detailed
understanding of the various business processes

* Different techniques are used, primarily interviewing
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Workflow of Requirement Analysis

e Interviewing

— The requirements team meet with the client and users to extract all
relevant information
— There are two types of questions
e Close-ended questions requires a specific answer
* Open-ended questions are asked to encourage the person being
interviewed to speak out
— There are two types of interviews

* In a structured interview, specific preplanned questions are asked,
frequently close-ended

¢ In an unstructured interview, questions are posed in response to the
answers received, frequently open-ended
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Workflow of Requirement Analysis

e Interviewing

— Interviewing is not easy

e An interview that is too unstructured will not yield much relevant
information

e The interviewer must be fully familiar with the application
domain

* The interviewer must remain open-minded at all times
— After the interview, the interviewer must prepare a
written report

* It is strongly advisable to give a copy of the report to the person
who was interviewed
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Workflow of Requirement Analysis

e Use Case Model

— An Use Case Model is a model that describes the
functional requirements of a system to be developed,
containing actors, use cases, and their relationships.

* Requirements describe a system and its interaction with the
surrounding environment, such as users and other systems.

* A system is described by models from various kinds of view
(see section 3.1.6), which are written by using well-defined
language, such as the UML.

» Use Case Diagrams describes Use Case Model.
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Workflow of Requirement Analysis

e Use Case Diagrams

— An Use Case Diagram shows the relationships among
actors and use cases within a system” [OMG-UML
v1.4].

— Use case diagrams commonly contain:
e Actors
» Use Cases
» Association, generalization, dependency, and realization
relationships.

Banking Information
Syst
ystem I/—)

()
p. .
P e miyN

Customer Teller

* For example,
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Workflow of Requirement Analysis

e Use Case Diagrams
— Simplified use case diagram metamodel [OMG 2001 ]
’mﬂ:lassiﬁer ’m‘

1.5 =

UseCaselnstance

ModelElement

| Actor ‘ UseCase ionPoirit E ionPoint
1 - [location : locationReference
+addition| 1 1| +hase +extension| 1 1 | +hase 1 jrextensionPoint
{ordered}

2 . | *include  +extend | . .

Include Extend =
condition * Boolean

Relationship
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Workflow of Requirement Analysis

e Use Case Diagrams
— Use case diagrams are used

* to model the context of a system,;
 to model the requirements of a system

 to be used as a tool for communication between customers and
developers.
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Workflow of Requirement Analysis

e Use Case Diagrams

— A use case shows the interaction between

* The information system and

e The environment in which the information system operates
— Each use case models one type of interaction

* There can be just a few use cases for an information system, or
there can be hundreds

— The rectangle in the use case represents the information
system itself
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Workflow of Requirement Analysis

e Use Case Diagrams

— An actor is a member of the world outside the
information system
— It is usually easy to identify an actor
* An actor is frequently a user of the information system
— In general, an actor plays a role with regard to the
information system. This role is
* As a user; or
e As an initiator; or

* As someone who plays a critical part in the use case

e A user of the system can play more than one role
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Workflow of Requirement Analysis

e Use Case Diagrams
» Example: A Sales Report System
System I

Actor Association
relationship
boundary

% Q <<includés>> O
Customer Rep Report Order Status Check PIN
sales rep. checks
sales status \‘\.\/9(
I

%{f Accounting

\ System
Regional e
Manager O
. Use case v~ | Review Regional Sales Inventory —
System 2010 P 277

Stereotype <<incude>>
relationship

Sales Report System .-~

Review Individual's Sales
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Workflow of Requirement Analysis

e Initial Requirements
— The initial requirements are based on the initial business
model
— Then they are refined
— The requirements are dynamic—there are frequent
changes

* Maintain a list of likely requirements, together with use cases of
requirements approved by the client
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Workflow of Requirement Analysis

e Initial Requirements
— There are two categories of requirements
— A functional requirement specifies an action that the
information system must be able to perform
* Often expressed in terms of inputs and outputs
— A nonfunctional requirement specifies properties of the
information system itself, such as
* Platform constraints
* Response times
« Reliability
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Workflow of Requirement Analysis

e Initial Requirements

— Functional requirements are handled as part of the
requirements and analysis workflows

— Some nonfunctional requirements have to wait until the
design workflow

* The detailed information for some nonfunctional requirements
is not available until the requirements and analysis workflows
have been completed
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Workflow of Requirement Analysis

¢ Initial Requirements

— For example, Buy a painting use case

Brief Description
The Buy a Painting use case enables Osbert Oglesby to buy a painting.

Step-by-Step Description

1. Osbert inputs details of the painting he is considering buying.

2. The information system responds with the maximum purchase price he
should offer.

3. If the seller accepts Osbert’s offer to buy the painting, Osbert enters
further details.

Note: Details of the algorithm for determining the maximum price will be
obtained later.
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Agenda

1. Introduction

2. Recall Software Engineering

3. System Analysis and Design

4. Object-Oriented Concepts

5. UML

6. Workflow of Requirement Analysis

7. Workflow of Object-Oriented System Analysis and Design
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Workflow of Object-Oriented
System Analysis and Design

e Analysis Workflow

e Design Workflow

<inhon@mail.tku.edu.tw> May 25, 2010 P 283

-=_

- TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/
Workflow of Object-Oriented
System Analysis and Design

e Analysis Workflow
— Extracting Entity Classes

* Initial Functional Model
* Initial Class diagram
* Initial Dynamic Model
— Extracting Boundary Classes
— Extracting Control Classes
— Refining the Use Cases
— Use-Case Realization

— Incrementing the Class Diagram
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Workflow of Object-Oriented
System Analysis and Design

e (Classes

— The three class types in the Unified Process are
* Entity classes
* Boundary classes

* Control classes

— UML notation

Entity Class Boundary Class Control Class

<inhon@mail.tku.edu.tw> May 25, 2010 P 285

-=_

- TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/
Workflow of Object-Oriented
System Analysis and Design

e Entity Classes

— An entity class models information that is long lived
— Examples:

» Account Class in a banking information system

* Painting Class in the Osbert Oglesby information system

* Mortgage Class and Investment Class in the MSG
Foundation information system

— Instances of all these classes remain in the
information system for years
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Workflow of Object-Oriented
System Analysis and Design

e Boundary Classes

— A boundary class models the interaction between the
information system and its actors

— Boundary classes are generally associated with input
and output

— Examples:

e Purchases Report Class and Sales Report Class in the
Osbert Oglesby information system

e Mortgage Listing Class and Investment Listing Class in
the MSG Foundation information system
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Workflow of Object-Oriented
System Analysis and Design

e Control Classes
A control class models complex computations and
algorithms
Examples:
e Compute Masterpiece Price Class,
e Compute Masterwork Price Class, and
e Compute Other Painting Price Class
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Workflow of Object-Oriented
System Analysis and Design

e Extracting Entity Classes

— Entity class extraction consists of three steps that are carried out
iteratively and incrementally:
* Functional modeling
— Present scenarios of all the use cases (a scenario is an instance of a
use case)
¢ Class modeling
— Determine the entity classes and their attributes
— Determine the interrelationships and interactions between the entity
classes
— Present this information in the form of a class diagram
¢ Dynamic modeling
— Determine the operations performed by or to each entity class

— Present this information in the form of a statechart
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Workflow of Object-Oriented
System Analysis and Design

e Flowchart for Extracting Entity Classes

Fa ™\
| Start |
WY

|| Perform the initial functional modeling |

| Pertorm the initial class modeling |

| Perform the initial dynamic modefing |

4 Are the =
/ cl/am\“" -'/( n;;\l
“_satisfactory? N/
N i S

ooy
\
7
\\/NQ

! Refine the functional modeling |

I Refine the class modeling |

i Refine the dynamic modeling |

<inhon@mail.tku.edu.tw> May 25, 2010 P 290

145



-=_
a TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/

Workflow of Object-Oriented
System Analysis and Design

e Extracting Entity Classes

— Functional modeling
* Present the scenarios

— For example,

Osbert Oglesby wishes to buy a masterpiece.

. Osbert enters the description of the painting.

2. The information system scans the auction records to find the price and year of the
sale of the most similar work by the same artist.

. The information system computes the maximum purchase price by adding
8.5 percent, compounded annually, for each year since the auction of the most
similar work.
Osbert makes an offer below the maximum purchase price—the offer is accepted
by the seller.

4. Osbert enters sales information (name and address of seller, purchase price).

wd
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Workflow of Object-Oriented
System Analysis and Design

e Extracting Entity Classes

— Class modeling
* Determine the entity classes and their attributes
* Determine the interrelationships and interactions between the
entity classes

 Present this information in the form of a class diagram
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Workflow of Object-Oriented
System Analysis and Design

e Extracting Entity Classes

— Class modeling

* For example,

Painting Class Masterpiece Class

Masterwork Class Other Painting Class

<inhon@mail.tku.edu.tw> May 25, 2010 P 293

-=_

- TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/
Workflow of Object-Oriented
System Analysis and Design

e Extracting Entity

ClaSSCS Painting Class

— Class modeling

* For example

(COHIIHUOUS]y), Masterpiece Class Other Painting Class

Masterwork Class
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Workflow of Object-Oriented
System Analysis and Design

e Extracting Entity
Painting Class
Classes

— Class modeling

° FO]‘ example | Gallery Painting Class Auctioned Painting Class

(Continuously),

Mnteq;l-ue Class ] Other Pll;ﬁng Class I

Masterwork Class
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Workflow of Object-Oriented
System Analysis and Design

Dabert Oglesby Class 1

e Extracting Entity

Classes

— Class modeling

Gallery Palnting Elass | Auctioned Palnting Class

* For example

(Continuously),

Masterplece Class | [ other Painting Class [ Fashionabiliny Class

Maiterwork Class
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Workflow of Object-Oriented

System Analysis and Design

e Extracting Entity Classes

— Dynamic modeling

* Determine the operations performed by or to each entity

class

¢ Present this information in the form of a statechart
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Workflow of Object-Oriented

System Analysis and Design

e Extracting Entity Classes

— Dynamic modeling

e For Example,

® ®
quit
selected
[ Osbert Oglesby Information System Loop ]
buy sell produce update
painting painting report fashionability
selected selected selected selected

Buying a Painting | [ Selling a Painting

Buy a masterpiece, Sell a masterpiece,
masterwork, or masterwork, or

other painting,

other painting,

“List sold paintings,
bought painting:

Producing a Report

Updating
Fashionability

o trends,

Update fashi

coefficient
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Workflow of Object-Oriented
System Analysis and Design

e Extracting Boundary Classes
— Boundary Classes

* For Example,

User Interface Class
Purchases Report Class
Sales Report Class

Future Trends Report Class
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Workflow of Object-Oriented
System Analysis and Design

e Extracting Control Classes

— Control Classes

* For Example,

Compute Masterpiece Price Class
Compute Masterwork Price Class
Compute Other Painting Price Class
Compute Future Trends Class
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Workflow of Object-Oriented
System Analysis and Design

Osbert Oglesby

e Refining Use Cases ity
C Buy a Masterplece )

— For Example, ===y ‘ O

E < Buy a Masterwork :> —'—

i — — __"_-a\_ ‘ Seller

1 B._;E-_Ot_herP_aTlnq/- "

| — Nt
—
() f SeII a Painting

v | - /} SN

/\_ L~ Producea T Buyer

Oshert | urcllases Repou -

| ("_ “Produce a ==
| i Sar:‘a Rt‘pnrt -

| o I(uduu.}l—ulurL .
| . I'andsRLpol _/'

@dale a Fammnabuhl;ﬁ.
= goefficienl___,-/
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Workflow of Object-Oriented
System Analysis and Design

e Use Case Realization
— The process of extending and refining use cases is
called use-case realization
— In the phrase “realize a use case,” the word “realize”,
It means to accomplish (or achieve) the use case
— The realization of a specific scenario of a use case is

depicted using an interaction diagram

 Either a sequence diagram or collaboration diagram

<inhon@mail.tku.edu.tw> May 25, 2010 P 302

151



-=_

- TSEG Tamkang Universty Software Engineering Group TR ITEREE http://www.tkse. thu.edu. tw/
Workflow of Object-Oriented
System Analysis and Design

e Use Case Realization

— A collaboration diagram

— For example,

e & Data that the seller 1
X provides for Cabert 1o enter

e

Display Pron

N s prkce

14: Display Interface 13: Se
acknowledgment  Class ax

“Auctioned
Painting

Class.
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Workflow of Object-Oriented
System Analysis and Design

e Use Case Realization

— A sequence diagram

— For example,
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Workflow of Object-Oriented
System Analysis and Design

¢ Final Class Diagram

— For example,

Oubert Ogheabiy

User Interface
[
Compiste Compute Compute Compute
Masterwork Masterpiece Future Other Fabnting
Price Class Frice Class Trends Class Frice Class
Masterwork  Masterphece Auctloned ¢ Other Fashionability
Class Class Paintings oot S0 Painting Class
Class e Class
Sales Purchases  Future Trands
Report Report Roport Clas

Class. Class.
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Workflow of Object-Oriented
System Analysis and Design

¢ Final Class Diagram

— For example, = .
Application Class Oshert Ogleshy

User Interface
Class

Compute Compute Compute Compute
Masterwork Masterplece Future Other Painting

Price Class Price Class Trends Class Price Class

||||| »
Masterwork Masterplece Auctioned Painting Other Fashionabilit)
Class Class Paintings Class ey Painting Class
Painting
Class s Class

Sales. Purchases Future Trends
Report  Report Repart
Class Class Class
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Workflow of Object-Oriented
System Analysis and Design

e Design Workflow

— Formats of the Attributes

— Allocation of Operations to Classes
— CRC Cards
* Class-Responsibility-Collaboration (CRC)
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Workflow of Object-Oriented
System Analysis and Design

e Design Workflow P

— Formats of the Attributes

— For example,

Masterpiece Class Diiver Painting Class
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Workflow of Object-Oriented

System Analysis and Design

e Design Workflow

— Allocation of Operations to Classes

— For example,

MSG Application Class

Asset Class

setAssetNumber ( )
getAssetNumber ()

Investment Class

Mortgage Class
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Workflow of Object-Oriented

System Analysis and Design

e Design Workflow

— CRC cards

— For example,

CLASS

Mortgage Class

RESPONSIBILITY

COLLABORATION

Compute estimated grants and
payments for week

Estimate Funds for Week Class

Initialize, update, and delete
mortgages

Manage an Asset Class

Generate list of mortgages

User Interface Class

Print list of mortgages

Mortgages Report Class
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